IPC using Message Queues

A **message queue** is an inter-process communication (IPC) mechanism that allows processes to exchange data in the form of messages between two processes. It allows processes to communicate asynchronously by sending messages to each other where the messages are stored in a queue, waiting to be processed, and are deleted after being processed.
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The message queue is a buffer that is used in non-shared memory environments, where tasks communicate by passing messages to each other rather than by accessing shared variables. Tasks share a common buffer pool. The message queue is an unbounded FIFO queue that is protected from concurrent access by different threads.

Events are asynchronous. When a class sends an event to another class, rather than sending it directly to the target reactive class, it passes the event to the operating system message queue. The target class retrieves the event from the head of the message queue when it is ready to process it. Synchronous events can be passed using triggered operations instead.

Many tasks can write messages into the queue, but only one can read messages from the queue at a time. The reader waits on the message queue until there is a message to process. Messages can be of any size.

Functions of Message Queue

There are four important functions that we will use in the programs to achieve IPC using message queues.

**1. int msgget (key\_t key, int msgflg);**

We use the msgget function to create and access a message queue. It takes two parameters.

* The first parameter is a key that names a message queue in the system.
* The second parameter is used to assign permission to the message queue and is ORed with IPC\_CREAT to create the queue if it doesn't already exist. If the queue already exists, then IPC\_CREAT is ignored. On success, the msgget function returns a positive number which is the queue identifier, while on failure, it returns -1.

**2. int msgsnd (int msqid, const void \*msg\_ptr, size\_t msg\_sz, int msgflg);**

This function allows us to add a message to the message queue.

* The first parameter (msgid) is the message queue identifier returned by the msgget function.
* The second parameter is the pointer to the message to be sent, which must start with a long int type.
* The third parameter is the size of the message. It must not include the long int message type.
* The fourth and final parameter controls what happens if the message queue is full or the system limit on queued messages is reached. The function on success returns 0 and place the copy of message data on the message queue. On failure, it returns -1.

There are two constraints related to the structure of the message. First, it must be smaller than the system limit and, second, it must start with a long int. This long int is used as a message type in the receive function. The best structure of the message is shown below.

|  |
| --- |
| struct my\_message  {  **long** **int** message\_type;  /\* The data you wish to transfer \*/  } |

Since the message\_type is used in message reception, you can't simply ignore it. You must declare your data structure to include it, and it's also wise to initialize it to contain a known value.

**3. int msgrcv (int msqid, void \*msg\_ptr, size\_t msg\_sz, long int msgtype, int msgflg);**

This function retrieves messages from a message queue.

* The first parameter (msgid) is the message queue identifier returned by the msgget function.
* As explained above, the second parameter is the pointer to the message to be received, which must start with a long int type.
* The third parameter is the size of the message.
* The fourth parameter allows implementing priority. If the value is 0, the first available message in the queue is retrieved. But if the value is greater than 0, then the first message with the same message type is retrieved. If the value is less than 0, then the first message having the type value same as the absolute value of msgtype is retrieved. In simple words, 0 value means to receive the messages in the order in which they were sent, and non zero means receive the message with a specific message type.
* The final parameter controls what happens if the message queue is full or the system limit on queued messages is reached. The function on success returns 0 and place the copy of message data on the message queue. On failure, it returns -1.

**4. int msgctl (int msqid, int command, struct msqid\_ds \*buf);**

The final function is msgctl, which is the control function.

* The first parameter is the identifier returned by the msgget function.
* The second parameter can have one out of the below three values.

|  |  |
| --- | --- |
| **Command** | **Description** |
| IPC\_STAT | It sets the data in the msqid\_ds structure to reflect the values associated with the message queue. |
| IPC\_SET | If the process has permission to do so, this sets the values associated with the message queue to those provided in the msqid\_ds data structure. |
| IPC\_RMID | It deletes the message queue. |

The msgctl function returns 0 on success and -1 on error. The send or receive function will fail if a message queue is deleted while a process is waiting in an msgsnd or msgrcv function.

Steps to Perform IPC using Message Queues

A message queue is a linked list of messages stored within the kernel and identified by a message queue identifier. Below are the following steps to perform communication using message queues.
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1. A new queue is created or an existing queue opened by **msgget()**.
2. New messages are added to the end of a queue by **msgsnd()**. Every message has a positive long integer type field, a non-negative length, and the actual data bytes (corresponding to the length), all specified to msgsnd() when the message is added to a queue.
3. Messages are fetched from a queue by **msgrcv()**. We don't have to fetch the messages in a first-in, first-out order. Instead, we can fetch messages based on their type field. All processes can exchange information through access to a common system message queue. The sending process places a message onto a queue that another process can read. Each message is given an identification or type so that processes can select the appropriate message. The process must share a common key to gain access to the queue in the first place.
4. Perform control operations on the message queue **msgctl()**.

Examples

**Program 1:** Let's write a program for IPC using Message Queues to send data to a message queue.

|  |
| --- |
| #include<stdlib.h>   #include<stdio.h>   #include<string.h>   #include<unistd.h>   #include<sys/types.h>   #include<sys/ipc.h>   #include<sys/msg.h>   #define MAX\_TEXT 512   //maximum length of the message that can be sent allowed   struct my\_msg{  **long** **int** msg\_type;  **char** some\_text[MAX\_TEXT];   };  **int** main()   {  **int** running=1;  **int** msgid;           struct my\_msg some\_data;  **char** buffer[50]; //array to store user input           msgid=msgget((key\_t)14534,0666|IPC\_CREAT);  **if** (msgid == -1) // -1 means the message queue is not created           {                   printf("Error in creating queue\n");                   exit(0);           }    **while**(running)           {                   printf("Enter some text:\n");                   fgets(buffer,50,stdin);                   some\_data.msg\_type=1;                   strcpy(some\_data.some\_text,buffer);  **if**(msgsnd(msgid,(**void** \*)&some\_data, MAX\_TEXT,0)==-1) // msgsnd returns -1 if the message is not sent                   {                           printf("Msg not sent\n");                   }  **if**(strncmp(buffer,"end",3)==0)                   {                           running=0;                   }           }   } |

**Output**

The above program gives this output.
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**How does it Work?**

The structure my\_msg declares the long int variable and the char array to store the data sent to the message queue. Then the message queue is created using the msgget() function. Next, read data from the user into the buffer using fgets() and then copy it into the variable some\_text of the structure some\_data. Finally, send the data to the queue using the msgsnd() function. The strcmp function is used to stop sending the data by comparing the first three characters of the data. If the data starts with "end", it means no more data is to be sent.

**Program 2:** Now, let's write a program for IPC using Message Queues to receive or read message from the above created message queue.

|  |
| --- |
| #include<stdlib.h>   #include<stdio.h>   #include<string.h>   #include<unistd.h>   #include<sys/types.h>   #include<sys/ipc.h>   #include<sys/msg.h>   struct my\_msg{  **long** **int** msg\_type;  **char** some\_text[BUFSIZ];   };  **int** main()   {  **int** running=1;  **int** msgid;           struct my\_msg some\_data;  **long** **int** msg\_to\_rec=0;           msgid=msgget((key\_t)12345,0666|IPC\_CREAT);  **while**(running)           {                   msgrcv(msgid,(**void** \*)&some\_data,BUFSIZ,msg\_to\_rec,0);                   printf("Data received: %s\n",some\_data.some\_text);  **if**(strncmp(some\_data.some\_text,"end",3)==0)                   {                           running=0;                   }           }            msgctl(msgid,IPC\_RMID,0);   } |

**Output**

The above code gives the following output.

![IPC using Message Queues](data:image/png;base64,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)

**How does it work?**

The msg\_to\_rec variable is set to 0 so that the data is received in the same order as sent. The while is used to continuously receive the data using the mgrcv() function until the text received is "end", which we check using the strcmp function. The data is read using the structure my\_msg.